**Pointers in C Programming with examples**

A **pointer** is a variable that stores the address of another variable. Unlike other variables that hold values of a certain type, pointer holds the address of a variable. For example, an integer variable holds (or you can say stores) an integer value, however an integer pointer holds the address of a integer variable. In this guide, we will discuss pointers in [C programming](https://beginnersbook.com/2014/01/c-tutorial-for-beginners-with-examples/) with the help of examples.

Before we discuss about **pointers in C**, lets take a simple example to understand what do we mean by the address of a variable.

**A simple example to understand how to access the address of a variable without pointers?**

In this program, we have a variable num of int type. The value of num is 10 and this value must be stored somewhere in the memory, right? A memory space is allocated for each variable that holds the value of that variable, this memory space has an address. For example we live in a house and our house has an address, which helps other people to find our house. The same way the value of the variable is stored in a memory address, which helps the C program to find that value when it is needed.

So let’s say the address assigned to variable num is 0x7fff5694dc58, which means whatever value we would be assigning to num should be stored at the location: 0x7fff5694dc58. See the diagram below.

#include <stdio.h>

int main()

{

int num = 10;

printf("Value of variable num is: %d", num);

/\* To print the address of a variable we use %p

\* format specifier and ampersand (&) sign just

\* before the variable name like &num.

\*/

printf("\nAddress of variable num is: %p", &num);

return 0;

}

**Output:**

Value of variable num is: 10

Address of variable num is: 0x7fff5694dc58
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**A Simple Example of Pointers in C**

This program shows how a pointer is declared and used. There are several other things that we can do with pointers, we have discussed them later in this guide. For now, we just need to know how to link a pointer to the address of a variable.

**Important point to note is**: The data type of pointer and the variable must match, an int pointer can hold the address of int variable, similarly a pointer declared with float data type can hold the address of a float variable. In the example below, the pointer and the variable both are of int type.

#include <stdio.h>

int main()

{

//Variable declaration

int num = 10;

//Pointer declaration

int \*p;

//Assigning address of num to the pointer p

p = &num;

printf("Address of variable num is: %p", p);

return 0;

}

Output:

Address of variable num is: 0x7fff5694dc58

**C Pointers – Operators that are used with Pointers**

Lets discuss the operators & and \* that are used with Pointers in C.

**“Address of”(&) Operator**

We have already seen in the first example that we can display the address of a variable using ampersand sign. I have used &num to access the address of variable num. The **& operator**is also known as “**Address of**” Operator.

printf("Address of var is: %p", &num);

**Point to note:** %p is a format specifier which is used for displaying the address in hex format.  
Now that you know how to get the address of a variable but **how to store that address in some other variable?** That’s where pointers comes into picture. As mentioned in the beginning of this guide, pointers in C programming are used for holding the address of another variables.

**Pointer is just like another variable, the main difference is that it stores address of another variable rather than a value.**

**“Value at Address”(\*) Operator**

The \* Operator is also known as **Value at address** operator.

**How to declare a pointer?**

int \*p1 /\*Pointer to an integer variable\*/

double \*p2 /\*Pointer to a variable of data type double\*/

char \*p3 /\*Pointer to a character variable\*/

float \*p4 /\*pointer to a float variable\*/

The above are the few examples of pointer declarations. **If you need a pointer to store the address of integer variable then the data type of the pointer should be int**. Same case is with the other data types.

By using \* operator we can access the value of a variable through a pointer.  
For example:

double a = 10;

double \*p;

p = &a;

\*p would give us the value of the variable a. The following statement would display 10 as output.

printf("%d", \*p);

Similarly if we assign a value to \*pointer like this:

\*p = 200;

It would change the value of variable a. The statement above will change the value of a from 10 to 200.

**Example of Pointer demonstrating the use of & and \***

#include <stdio.h>

int main()

{

/\* Pointer of integer type, this can hold the

\* address of a integer type variable.

\*/

int \*p;

int var = 10;

/\* Assigning the address of variable var to the pointer

\* p. The p can hold the address of var because var is

\* an integer type variable.

\*/

p= &var;

printf("Value of variable var is: %d", var);

printf("\nValue of variable var is: %d", \*p);

printf("\nAddress of variable var is: %p", &var);

printf("\nAddress of variable var is: %p", p);

printf("\nAddress of pointer p is: %p", &p);

return 0;

}

Output:

Value of variable var is: 10

Value of variable var is: 10

Address of variable var is: 0x7fff5ed98c4c

Address of variable var is: 0x7fff5ed98c4c

Address of pointer p is: 0x7fff5ed98c50
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Lets take few more examples to understand it better –  
Lets say we have a char variable ch and a pointer ptr that holds the address of ch.

char ch='a';

char \*ptr;

**Read the value of ch**

printf("Value of ch: %c", ch);

or

printf("Value of ch: %c", \*ptr);

**Change the value of ch**

ch = 'b';

or

\*ptr = 'b';

The above code would replace the value ‘a’ with ‘b’.

**Can you guess the output of following C program?**

#include <stdio.h>

int main()

{

int var =10;

int \*p;

p= &var;

printf ( "Address of var is: %p", &var);

printf ( "\nAddress of var is: %p", p);

printf ( "\nValue of var is: %d", var);

printf ( "\nValue of var is: %d", \*p);

printf ( "\nValue of var is: %d", \*( &var));

/\* Note I have used %p for p's value as it represents an address\*/

printf( "\nValue of pointer p is: %p", p);

printf ( "\nAddress of pointer p is: %p", &p);

return 0;

}

**Output:**

Address of var is: 0x7fff5d027c58

Address of var is: 0x7fff5d027c58

Value of var is: 10

Value of var is: 10

Value of var is: 10

Value of pointer p is: 0x7fff5d027c58

Address of pointer p is: 0x7fff5d027c50

**More Topics on Pointers**

1) [**Pointer to Pointer**](https://beginnersbook.com/2014/01/c-pointer-to-pointer/) – A pointer can point to another pointer (which means it can store the address of another pointer), such pointers are known as double pointer OR pointer to pointer.

2) [**Passing pointers to function**](https://beginnersbook.com/2014/01/c-passing-pointers-to-functions/) – Pointers can also be passed as an argument to a function, using this feature a function can be called by reference as well as an array can be passed to a function while calling.

3) [**Function pointers**](https://beginnersbook.com/2014/01/c-function-pointers/) – A function pointer is just like another pointer, it is used for storing the address of a function. Function pointer can also be used for calling a function in C program.

# C – Pointer to Pointer (Double Pointer) with example

We already know that a pointer holds the address of another variable of same type. When a pointer holds the address of another pointer then such type of pointer is known as **pointer-to-pointer** or **double pointer**. In this guide, we will learn what is a double pointer, how to declare them and how to use them in C programming. To understand this concept, you should know the [basics of pointers](https://beginnersbook.com/2014/01/c-pointers/).

## How to declare a Pointer to Pointer (Double Pointer) in C?

int \*\*pr;

Here pr is a double pointer. There must be two \*’s in the declaration of double pointer.

Let’s understand the concept of double pointers with the help of a diagram:  
![pointer-to-pointer or double pointer](data:image/png;base64,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)

As per the diagram, pr2 is a normal pointer that holds the address of an integer variable num. There is another pointer pr1 in the diagram that holds the address of another pointer pr2, the pointer pr1 here is a pointer-to-pointer (or double pointer).

**Values from above diagram:**

Variable num has address: XX771230

Address of Pointer pr1 is: XX661111

Address of Pointer pr2 is: 66X123X1

## Example of double Pointer

Lets write a C program based on the diagram that we have seen above.

#include <stdio.h>

int main()

{

int num=123;

//A normal pointer pr2

int \*pr2;

//This pointer pr2 is a double pointer

int \*\*pr1;

/\* Assigning the address of variable num to the

\* pointer pr2

\*/

pr2 = #

/\* Assigning the address of pointer pr2 to the

\* pointer-to-pointer pr1

\*/

pr1 = &pr2;

/\* Possible ways to find value of variable num\*/

printf("\n Value of num is: %d", num);

printf("\n Value of num using pr2 is: %d", \*pr2);

printf("\n Value of num using pr1 is: %d", \*\*pr1);

/\*Possible ways to find address of num\*/

printf("\n Address of num is: %p", &num);

printf("\n Address of num using pr2 is: %p", pr2);

printf("\n Address of num using pr1 is: %p", \*pr1);

/\*Find value of pointer\*/

printf("\n Value of Pointer pr2 is: %p", pr2);

printf("\n Value of Pointer pr2 using pr1 is: %p", \*pr1);

/\*Ways to find address of pointer\*/

printf("\n Address of Pointer pr2 is:%p",&pr2);

printf("\n Address of Pointer pr2 using pr1 is:%p",pr1);

/\*Double pointer value and address\*/

printf("\n Value of Pointer pr1 is:%p",pr1);

printf("\n Address of Pointer pr1 is:%p",&pr1);

return 0;

}

**Output:**

Value of num is: 123

Value of num using pr2 is: 123

Value of num using pr1 is: 123

Address of num is: XX771230

Address of num using pr2 is: XX771230

Address of num using pr1 is: XX771230

Value of Pointer pr2 is: XX771230

Value of Pointer pr2 using pr1 is: XX771230

Address of Pointer pr2 is: 66X123X1

Address of Pointer pr2 using pr1 is: 66X123X1

Value of Pointer pr1 is:  66X123X1

Address of Pointer pr1 is: XX661111

There are some confusions regarding the output of this program, when you run this program you would see the address similar to this: 0x7fff54da7c58. The reason I have given the address in different format is because I want you to relate this program with the diagram above. I have used the exact address values in the above diagram so that it would be easy for you to relate the output of this program with the above diagram.

You can also understand the program logic with these simple equations:

num == \*pr2 == \*\*pr1

&num == pr2 == \*pr1

&pr2 == pr1

# Passing pointer to a function in C with example

## Example: Passing Pointer to a Function in C Programming

In this example, we are passing a pointer to a function. When we pass a pointer as an argument instead of a variable then the address of the variable is passed instead of the value. So any change made by the function using the pointer is permanently made at the address of passed variable. This technique is known as call by reference in C.

Try this same program without pointer, you would find that the bonus amount will not reflect in the salary, this is because the change made by the function would be done to the local variables of the function. When we use pointers, the value is changed at the address of variable

#include <stdio.h>

void salaryhike(int \*var, int b)

{

\*var = \*var+b;

}

int main()

{

int salary=0, bonus=0;

printf("Enter the employee current salary:");

scanf("%d", &salary);

printf("Enter bonus:");

scanf("%d", &bonus);

salaryhike(&salary, bonus);

printf("Final salary: %d", salary);

return 0;

}

**Output:**

Enter the employee current salary:10000

Enter bonus:2000

Final salary: 12000

## Example 2: Swapping two numbers using Pointers

This is one of the most popular example that shows how to swap numbers using call by reference.

Try this program without pointers, you would see that the numbers are not swapped. The reason is same that we have seen above in the first example.

#include <stdio.h>

void swapnum(int \*num1, int \*num2)

{

int tempnum;

tempnum = \*num1;

\*num1 = \*num2;

\*num2 = tempnum;

}

int main( )

{

int v1 = 11, v2 = 77 ;

printf("Before swapping:");

printf("\nValue of v1 is: %d", v1);

printf("\nValue of v2 is: %d", v2);

/\*calling swap function\*/

swapnum( &v1, &v2 );

printf("\nAfter swapping:");

printf("\nValue of v1 is: %d", v1);

printf("\nValue of v2 is: %d", v2);

}

**Output:**

Before swapping:

Value of v1 is: 11

Value of v2 is: 77

After swapping:

Value of v1 is: 77

Value of v2 is: 11

# C – Function Pointer with examples

In [C programming language](https://beginnersbook.com/2014/01/c-tutorial-for-beginners-with-examples/), we can have a concept of Pointer to a function known as **function pointer in C**. In this tutorial, we will learn how to declare a function pointer and how to call a function using this pointer. To understand this concept, you should have the basic knowledge of [Functions](https://beginnersbook.com/2014/01/c-functions-examples/) and [Pointers in C](https://beginnersbook.com/2014/01/c-pointers/).

## How to declare a function pointer?

function\_return\_type(\*Pointer\_name)(function argument list)

For example:

double  (\*p2f)(double, char)

Here double is a return type of function, p2f is name of the function pointer and (double, char) is an argument list of this function. Which means the first argument of this function is of double type and the second argument is char type.

Lets understand this with the help of an example: Here we have a function sum that calculates the sum of two numbers and returns the sum. We have created a pointer f2p that points to this function, we are invoking the function using this function pointer f2p.

int sum (int num1, int num2)

{

return num1+num2;

}

int main()

{

/\* The following two lines can also be written in a single

\* statement like this: void (\*fun\_ptr)(int) = &fun;

\*/

int (\*f2p) (int, int);

f2p = sum;

//Calling function using function pointer

int op1 = f2p(10, 13);

//Calling function in normal way using function name

int op2 = sum(10, 13);

printf("Output1: Call using function pointer: %d",op1);

printf("\nOutput2: Call using function name: %d", op2);

return 0;

}

**Output:**

Output1: Call using function pointer: 23

Output2: Call using function name: 23

**Some points regarding function pointer:**  
1. As mentioned in the comments, you can declare a function pointer and assign a function to it in a single statement like this:

void (\*fun\_ptr)(int) = &fun;

2. You can even remove the ampersand from this statement because a function name alone represents the function address. This means the above statement can also be written like this:

void (\*fun\_ptr)(int) = fun;

# Pointer and Array in C programming with example

## A simple example to print the address of array elements

#include <stdio.h>

int main( )

{

int val[7] = { 11, 22, 33, 44, 55, 66, 77 } ;

/\* for loop to print value and address of each element of array\*/

for ( int i = 0 ; i < 7 ; i++ )

{

/\* The correct way of displaying the address would be using %p format

\* specifier like this:

\* printf("val[%d]: value is %d and address is %p\n", i, val[i], &val[i]);

\* Just to demonstrate that the array elements are stored in contiguous

\* locations, I m displaying the addresses in integer

\*/

printf("val[%d]: value is %d and address is %d\n", i, val[i], &val[i]);

}

return 0;

}

**Output:**

val[0]: value is 11 and address is 1423453232

val[1]: value is 22 and address is 1423453236

val[2]: value is 33 and address is 1423453240

val[3]: value is 44 and address is 1423453244

val[4]: value is 55 and address is 1423453248

val[5]: value is 66 and address is 1423453252

val[6]: value is 77 and address is 1423453256

Note that there is a difference of 4 bytes between each element because that’s the size of an integer. Which means all the elements are stored in consecutive contiguous memory locations in the memory.(See the diagram below)
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In the above example I have used &val[i] to get the address of ith element of the array. We can also use a pointer variable instead of using the ampersand (&) to get the address.

## Example – Array and Pointer Example in C

#include <stdio.h>

int main( )

{

/\*Pointer variable\*/

int \*p;

/\*Array declaration\*/

int val[7] = { 11, 22, 33, 44, 55, 66, 77 } ;

/\* Assigning the address of val[0] the pointer

\* You can also write like this:

\* p = var;

\* because array name represents the address of the first element

\*/

p = &val[0];

for ( int i = 0 ; i<7 ; i++ )

{

printf("val[%d]: value is %d and address is %p\n", i, \*p, p);

/\* Incrementing the pointer so that it points to next element

\* on every increment.

\*/

p++;

}

return 0;

}

Output:

val[0]: value is 11 and address is 0x7fff51472c30

val[1]: value is 22 and address is 0x7fff51472c34

val[2]: value is 33 and address is 0x7fff51472c38

val[3]: value is 44 and address is 0x7fff51472c3c

val[4]: value is 55 and address is 0x7fff51472c40

val[5]: value is 66 and address is 0x7fff51472c44

val[6]: value is 77 and address is 0x7fff51472c48

**Points to Note:**  
1) While using pointers with array, the data type of the pointer must match with the data type of the array.  
2) You can also use array name to initialize the pointer like this:

p = var;

because the array name alone is equivalent to the base address of the array.

val==&val[0];

3) In the loop the increment operation(p++) is performed on the pointer variable to get the next location (next element’s location), this arithmetic is same for all types of arrays (for all data types double, char, int etc.) even though the bytes consumed by each data type is different.

**Pointer logic**  
You must have understood the logic in above code so now its time to play with few pointer arithmetic and expressions.

if p = &val[0] which means

\*p ==val[0]

(p+1) == &val[2]  & \*(p+1) == val[2]

(p+2) == &val[3]  & \*(p+2) == val[3]

(p+n) == &val[n+1) & \*(p+n) == val[n+1]

Using this logic we can rewrite our code in a better way like this:

#include <stdio.h>

int main( )

{

int \*p;

int val[7] = { 11, 22, 33, 44, 55, 66, 77 } ;

p = val;

for ( int i = 0 ; i<7 ; i++ )

{

printf("val[%d]: value is %d and address is %p\n", i, \*(p+i), (p+i));

}

return 0;

}

We don’t need the p++ statement in this program.

Dangling Pointers in C

The most common bugs related to pointers and memory management is dangling/wild pointers. Sometimes the programmer fails to initialize the pointer with a valid address, then this type of initialized pointer is known as a dangling pointer in C.

Dangling pointer occurs at the time of the object destruction when the object is deleted or de-allocated from memory without modifying the value of the pointer. In this case, the pointer is pointing to the memory, which is de-allocated. The dangling pointer can point to the memory, which contains either the program code or the code of the operating system. If we assign the value to this pointer, then it overwrites the value of the program code or operating system instructions; in such cases, the program will show the undesirable result or may even crash. If the memory is re-allocated to some other process, then we dereference the dangling pointer will cause the segmentation faults.

**Let's observe the following examples.**
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In the above figure, we can observe that the **Pointer 3** is a dangling pointer. **Pointer 1** and **Pointer 2** are the pointers that point to the allocated objects, i.e., Object 1 and Object 2, respectively. **Pointer 3** is a dangling pointer as it points to the de-allocated object.

**Let's understand the dangling pointer through some C programs.**

**Using free() function to de-allocate the memory.**

1. #include <stdio.h>
2. **int** main()
3. {
4. **int** \*ptr=(**int** \*)malloc(sizeof(**int**));
5. **int** a=560;
6. ptr=&a;
7. free(ptr);
8. **return** 0;
9. }

In the above code, we have created two variables, i.e., \*ptr and a where 'ptr' is a pointer and 'a' is a integer variable. The \*ptr is a pointer variable which is created with the help of **malloc()** function. As we know that malloc() function returns void, so we use int \* to convert void pointer into int pointer.

The statement **int \*ptr=(int \*)malloc(sizeof(int));** will allocate the memory with 4 bytes shown in the below image:
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The statement **free(ptr)** de-allocates the memory as shown in the below image with a cross sign, and 'ptr' pointer becomes dangling as it is pointing to the de-allocated memory.
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If we assign the NULL value to the 'ptr', then 'ptr' will not point to the deleted memory. Therefore, we can say that ptr is not a dangling pointer, as shown in the below image:
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**Variable goes out of the scope**

When the variable goes out of the scope then the pointer pointing to the variable becomes a **dangling pointer.**

1. #include<stdio.h>
2. **int** main()
3. {
4. **char** \*str;
5. {
6. **char** a = ‘A’;
7. str = &a;
8. }
9. // a falls out of scope
10. // str is now a dangling pointer
11. printf("%s", \*str);
12. }

**In the above code, we did the following steps:**

* First, we declare the pointer variable named 'str'.
* In the inner scope, we declare a character variable. The str pointer contains the address of the variable 'a'.
* When the control comes out of the inner scope, 'a' variable will no longer be available, so str points to the de-allocated memory. It means that the str pointer becomes the dangling pointer.

**Function call**

Now, we will see how the pointer becomes dangling when we call the function.

**Let's understand through an example.**

1. #include <stdio.h>
2. **int** \*fun(){
3. **int** y=10;
4. **return** &y;
5. }
6. **int** main()
7. {
8. **int** \*p=fun();
9. printf("%d", \*p);
10. **return** 0;
11. }

**In the above code, we did the following steps:**

* First, we create the **main()** function in which we have declared **'p'** pointer that contains the return value of the **fun()**.
* When the **fun()** is called, then the control moves to the context of the **int \*fun(),** the **fun()**returns the address of the 'y' variable.
* When control comes back to the context of the **main()** function, it means the variable **'y'** is no longer available. Therefore, we can say that the **'p'** pointer is a dangling pointer as it points to the de-allocated memory.

**Output**
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**Let's represent the working of the above code diagrammatically.**
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**Let's consider another example of a dangling pointer.**

1. #include <stdio.h>
2. **int** \*fun()
3. {
4. **static** **int** y=10;
5. **return** &y;
6. }
7. **int** main()
8. {
9. **int** \*p=fun();
10. printf("%d", \*p);
11. **return** 0;
12. }

The above code is similar to the previous one but the only difference is that the variable 'y' is static. We know that static variable stores in the global memory.

**Output**
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Now, we represent the working of the above code diagrammatically.
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The above diagram shows the stack memory. First, **the fun()** function is called, then the control moves to the context of the **int \*fun().** As 'y' is a static variable, so it stores in the global memory; Its scope is available throughout the program. When the address value is returned, then the control comes back to the context of the **main().** The pointer 'p' contains the address of 'y', i.e., 100. When we print the value of '\*p', then it prints the value of 'y', i.e., 10. Therefore, we can say that the pointer 'p' is not a dangling pointer as it contains the address of the variable which is stored in the global memory.

**Avoiding Dangling Pointer Errors**

The dangling pointer errors can be avoided by initializing the pointer to the **NULL** value. If we assign the **NULL** value to the pointer, then the pointer will not point to the de-allocated memory. Assigning **NULL** value to the pointer means that the pointer is not pointing to any memory location.

sizeof() operator in C

The **sizeof()** operator is commonly used in C. It determines the size of the expression or the data type specified in the number of char-sized storage units. The **sizeof()** operator contains a single operand which can be either an expression or a data typecast where the cast is data type enclosed within parenthesis. The data type cannot only be primitive data types such as integer or floating data types, but it can also be pointer data types and compound data types such as unions and structs.

Need of sizeof() operator: Mainly, programs know the storage size of the primitive data types. Though the storage size of the data type is constant, it varies when implemented in different platforms. For example, we dynamically allocate the array space by using **sizeof()** operator:

1. **int** \*ptr=malloc(10\***sizeof**(**int**));

In the above example, we use the sizeof() operator, which is applied to the cast of type int. We use **malloc()** function to allocate the memory and returns the pointer which is pointing to this allocated memory. The memory space is equal to the number of bytes occupied by the int data type and multiplied by 10.

Note:  
The output can vary on different machines such as on 32-bit operating system will show different output, and the 64-bit operating system will show the different outputs of the same data types.

The **sizeof()** operator behaves differently according to the type of the operand.

* **Operand is a data type**
* **Operand is an expression**

When operand is a data type.

1. #include <stdio.h>
2. **int** main()
3. {
4. **int** x=89;    // variable declaration.
5. printf("size of the variable x is %d", **sizeof**(x));  // Displaying the size of ?x? variable.
6. printf("\nsize of the integer data type is %d",**sizeof**(**int**)); //Displaying the size of integer data type.
7. printf("\nsize of the character data type is %d",**sizeof**(**char**)); //Displaying the size of character data type.
9. printf("\nsize of the floating data type is %d",**sizeof**(**float**)); //Displaying the size of floating data type.
10. **return** 0;
11. }

In the above code, we are printing the size of different data types such as int, char, float with the help of **sizeof()** operator.
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When operand is an expression

1. #include <stdio.h>
2. **int** main()
3. {
4. **double** i=78.0; //variable initialization.
5. **float** j=6.78; //variable initialization.
6. printf("size of (i+j) expression is : %d",**sizeof**(i+j)); //Displaying the size of the expression (i+j).
7. **return** 0;
8. }

In the above code, we have created two variables 'i' and 'j' of type double and float respectively, and then we print the size of the expression by using **sizeof(i+j)** operator.

size of (i+j) expression is : 8

const Pointer in C

Constant Pointers

A constant pointer in C cannot change the address of the variable to which it is pointing, i.e., the address will remain constant. Therefore, we can say that if a constant pointer is pointing to some variable, then it cannot point to any other variable.

Syntax of Constant Pointer

1. <type of pointer> \***const** <name of pointer>;

**Declaration of a constant pointer is given below:**

1. **int** \***const** ptr;

**Let's understand the constant pointer through an example.**

1. #include <stdio.h>
2. **int** main()
3. {
4. **int** a=1;
5. **int** b=2;
6. **int** \***const** ptr;
7. ptr=&a;
8. ptr=&b;
9. printf("Value of ptr is :%d",\*ptr);
10. **return** 0;
11. }

**In the above code:**

* We declare two variables, i.e., a and b with values 1 and 2, respectively.
* We declare a constant pointer.
* First, we assign the address of variable 'a' to the pointer 'ptr'.
* Then, we assign the address of variable 'b' to the pointer 'ptr'.
* Lastly, we try to print the value of the variable pointed by the 'ptr'.

**Output**
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In the above output, we can observe that the above code produces the error "assignment of read-only variable 'ptr'". It means that the value of the variable 'ptr' which 'ptr' is holding cannot be changed. In the above code, we are changing the value of 'ptr' from &a to &b, which is not possible with constant pointers. Therefore, we can say that the constant pointer, which points to some variable, cannot point to another variable.

Pointer to Constant

A pointer to constant is a pointer through which the value of the variable that the pointer points cannot be changed. The address of these pointers can be changed, but the value of the variable that the pointer points cannot be changed.

Syntax of Pointer to Constant

1. **const** <type of pointer>\* <name of pointer>

**Declaration of a pointer to constant is given below:**

1. **const** **int**\* ptr;

**Let's understand through an example.**

* **First, we write the code where we are changing the value of a pointer**

1. #include <stdio.h>
2. **int** main()
3. {
4. **int** a=100;
5. **int** b=200;
6. **const** **int**\* ptr;
7. ptr=&a;
8. ptr=&b;
9. printf("Value of ptr is :%u",ptr);
10. **return** 0;
11. }

**In the above code:**

* We declare two variables, i.e., a and b with the values 100 and 200 respectively.
* We declare a pointer to constant.
* First, we assign the address of variable 'a' to the pointer 'ptr'.
* Then, we assign the address of variable 'b' to the pointer 'ptr'.
* Lastly, we try to print the value of 'ptr'.

**Output**
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The above code runs successfully, and it shows the value of 'ptr' in the output.

* Now, we write the code in which we are changing the value of the variable to which the pointer points.

1. #include <stdio.h>
2. **int** main()
3. {
4. **int** a=100;
5. **int** b=200;
6. **const** **int**\* ptr;
7. ptr=&b;
8. \*ptr=300;
9. printf("Value of ptr is :%d",\*ptr);
10. **return** 0;
11. }

**In the above code:**

* We declare two variables, i.e., 'a' and 'b' with the values 100 and 200 respectively.
* We declare a pointer to constant.
* We assign the address of the variable 'b' to the pointer 'ptr'.
* Then, we try to modify the value of the variable 'b' through the pointer 'ptr'.
* Lastly, we try to print the value of the variable which is pointed by the pointer 'ptr'.

**Output**

![const Pointer in C](data:image/png;base64,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)

The above code shows the error "assignment of read-only location '\*ptr'". This error means that we cannot change the value of the variable to which the pointer is pointing.

Constant Pointer to a Constant

A constant pointer to a constant is a pointer, which is a combination of the above two pointers. It can neither change the address of the variable to which it is pointing nor it can change the value placed at this address.

Syntax

1. **const** <type of pointer>\* **const** <name of the pointer>;

**Declaration for a constant pointer to a constant is given below:**

1. **const** **int**\* **const** ptr;

**Let's understand through an example.**

1. #include <stdio.h>
2. **int** main()
3. {
4. **int** a=10;
5. **int** b=90;
6. **const** **int**\* **const** ptr=&a;
7. \*ptr=12;
8. ptr=&b;
9. printf("Value of ptr is :%d",\*ptr);
10. **return** 0;
11. }

**In the above code:**

* We declare two variables, i.e., 'a' and 'b' with the values 10 and 90, respectively.
* We declare a constant pointer to a constant and then assign the address of 'a'.
* We try to change the value of the variable 'a' through the pointer 'ptr'.
* Then we try to assign the address of variable 'b' to the pointer 'ptr'.
* Lastly, we print the value of the variable, which is pointed by the pointer 'ptr'.

**Output**

![const Pointer in C](data:image/png;base64,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)

The above code shows the error "assignment of read-only location '\*ptr'" and "assignment of read-only variable 'ptr'". Therefore, we conclude that the constant pointer to a constant can change neither address nor value, which is pointing by this pointer.

void pointer in C

Till now, we have studied that the address assigned to a pointer should be of the same type as specified in the pointer declaration. For example, if we declare the int pointer, then this int pointer cannot point to the float variable or some other type of variable, i.e., it can point to only int type variable. To overcome this problem, we use a pointer to void. A pointer to void means a generic pointer that can point to any data type. We can assign the address of any data type to the void pointer, and a void pointer can be assigned to any type of the pointer without performing any explicit typecasting.

Syntax of void pointer

1. **void** \*pointer name;

**Declaration of the void pointer is given below:**

1. **void** \*ptr;

In the above declaration, the void is the type of the pointer, and 'ptr' is the name of the pointer.

**Let us consider some examples:**

int i=9;         // integer variable initialization.

int \*p;         // integer pointer declaration.

float \*fp;         // floating pointer declaration.

void \*ptr;         // void pointer declaration.

p=fp;         // incorrect.

fp=&i;         // incorrect

ptr=p;         // correct

ptr=fp;         // correct

ptr=&i;         // correct

Size of the void pointer in C

The size of the void pointer in C is the same as the size of the pointer of character type. According to C perception, the representation of a pointer to void is the same as the pointer of character type. The size of the pointer will vary depending on the platform that you are using.

**Let's look at the below example:**

1. #include <stdio.h>
2. **int** main()
3. {
4. **void** \*ptr = NULL; //void pointer
5. **int** \*p  = NULL;// integer pointer
6. **char** \*cp = NULL;//character pointer
7. **float** \*fp = NULL;//float pointer
8. //size of void pointer
9. printf("size of void pointer = %d\n\n",**sizeof**(ptr));
10. //size of integer pointer
11. printf("size of integer pointer = %d\n\n",**sizeof**(p));
12. //size of character pointer
13. printf("size of character pointer = %d\n\n",**sizeof**(cp));
14. //size of float pointer
15. printf("size of float pointer = %d\n\n",**sizeof**(fp));
16. **return** 0;
17. }

**Output**

![void pointer in C](data:image/png;base64,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)

Advantages of void pointer

**Following are the advantages of a void pointer:**

* The malloc() and calloc() function return the void pointer, so these functions can be used to allocate the memory of any data type.

1. #include <stdio.h>
2. #include<malloc.h>
3. **int** main()
4. {
5. **int** a=90;
7. **int** \*x = (**int**\*)malloc(**sizeof**(**int**)) ;
8. x=&a;
9. printf("Value which is pointed by x pointer : %d",\*x);
10. **return** 0;
11. }

**Output**

![void pointer in C](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAV4AAAA4CAMAAACCL2DbAAAARVBMVEUAAAD///+9vb1dXV0yMjKCgoLV1dWcnJxCQkIRU4ve3t7ExMT5+fnl5eXy8vKxsbHNzc3u7u6SkpJLS0t6enqnp6dtbW1eZnbDAAAEEklEQVR42uzY246DIBCAYcZBPMEqU+z7P+ouLGnKFkhbQ7Ym89/UxGri50SJYuq4dolpBq5ZzHvfJ/BalFJuwDWaXu2Y19eCN+gWeUkScCVeE3+thlJBd3c53t3SDzzZHbgc7xZnb764km/QXSHXfDV+rp258tsyx7v52QOvK2XZ12JW1/PG6WXeLG+HXifoSjLwavOFwEcX5s3wxiUXet0VXi7clhDzZnmjb1lXO4JyFpm3yuuJqrr1sbbIvFVeT1QipL2uu61gkXmrvJWFAcWxru21yLxF3npUnV0KrNox7/u8kqDcRqAdPxxafZA0t5UZWuD4e+9jzHuuxCS4djFvEvOeK+a9j3nPVYa316DEMw3QiWz4ZUbRsl6rZPtfUwBDyW3qAMyoINmDi3jO98Y7zn3iqx54hwpC/Z8LZm7gkmy/H5r07GsvXmxQ4erDmbrhYXqVNxrMeIA3lvIerT1v7CDv5mmX3yPHZfzL+81+2e22DcNQ2KIgHsG2VKfA3v9VZ1IHCxNtyYr1Yi1CoLUdUhT1mT9JWevijDWlhGvAtfVcWxLP+tRzKP2EU5t0wdbGEk37CEtS2jeceLeUdG44w9d6xP6iVj7uNWmwlH0zhS9I3oWUV5x74AYvPD6PCyFSOe/ByNhGhCfRca3NLqY5uhlaECMM4VWTgFgoufc84dXqWVA13+OtDUu5nB9j1Djx0hbi1/ESKAr+RwITlW9d1LbH+ae275xvHoRq5C5eX/lSbHmwlJOt4Jq9EG7a6vAfO73HJ86DFUUXCCx8mVmakZ/5l/fSy1KOa/b6vYgH2Gp9f4AXeiJs1Y874/VDifKF7TNeyx9qKCK1qfGA0IphETVvBL/Bi2Q5GfAe44yCcaUlPUKueDWZqD9yWexEAn9FhEYB9wqW5nisBgLeN2qJ11hYoK55PtrW7c948+V9LZwox4w3HoVI1nco1vphvPPsYvRHeY6XxTDhpb3AEyUmL5vWbPkXeBECfC75h610FxPeRS+NNHCTvWsZtau4n7ZbwUWXCe84nMof8ZriDm8vrssboc14jzLycq2hSdw0B2Hzype3mLy16alEtISNn9AnJ7wC75a55Ru8D5oDSTliYJnwOkNv86mte2EVwgu5vyVxTUgDbzW5w/Tiw6HsLCWOn9zPB4kTgT5Nc9cctu6+vRx7vlracvgsAzeHKXRYHF3DwOKgMicS6fpoCx/lo42TecCgy6T2rB60a7DQwo5pBvIIryQe1Gf0f/arjcnxSSI8eZQPf+H8Tj+KPxVvbbK88AYBK+ufhfW8lycG8tjHN8P73eWFN8oL79eSF94oL7xfS362Q8c0AAAADIP8u947C01AAnqf3ha9T2+L3qe3Re/T26L36W3R+/S26H16Uwb0W0KrNj7MUQAAAABJRU5ErkJggg==)

* The void pointer in C can also be used to implement the generic functions in C.

**Some important points related to void pointer are:**

* **Dereferencing a void pointer in C**

The void pointer in C cannot be dereferenced directly. Let's see the below example.

1. #include <stdio.h>
2. **int** main()
3. {
4. **int** a=90;
5. **void** \*ptr;
6. ptr=&a;
7. printf("Value which is pointed by ptr pointer : %d",\*ptr);
8. **return** 0;
9. }

In the above code, \*ptr is a void pointer which is pointing to the integer variable 'a'. As we already know that the void pointer cannot be dereferenced, so the above code will give the compile-time error because we are printing the value of the variable pointed by the pointer 'ptr' directly.

**Output**
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Now, we rewrite the above code to remove the error.

1. #include <stdio.h>
2. **int** main()
3. {
4. **int** a=90;
5. **void** \*ptr;
6. ptr=&a;
7. printf("Value which is pointed by ptr pointer : %d",\*(**int**\*)ptr);
8. **return** 0;
9. }

In the above code, we typecast the void pointer to the integer pointer by using the statement given below:

**(int\*)ptr;**

Then, we print the value of the variable which is pointed by the void pointer 'ptr' by using the statement given below:

**\*(int\*)ptr;**

**Output**
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* **Arithmetic operation on void pointers**

We cannot apply the arithmetic operations on void pointers in C directly. We need to apply the proper typecasting so that we can perform the arithmetic operations on the void pointers.

**Let's see the below example:**

1. #include<stdio.h>
2. **int** main()
3. {
4. **float** a[4]={6.1,2.3,7.8,9.0};
5. **void** \*ptr;
6. ptr=a;
7. **for**(**int** i=0;i<4;i++)
8. {
9. printf("%f,",\*ptr);
10. ptr=ptr+1;         // Incorrect.
12. }}

The above code shows the compile-time error that "**invalid use of void expression**" as we cannot apply the arithmetic operations on void pointer directly, i.e., ptr=ptr+1.

**Let's rewrite the above code to remove the error.**

1. #include<stdio.h>
2. **int** main()
3. {
4. **float** a[4]={6.1,2.3,7.8,9.0};
5. **void** \*ptr;
6. ptr=a;
7. **for**(**int** i=0;i<4;i++)
8. {
9. printf("%f,",\*((**float**\*)ptr+i));
10. }}

The above code runs successfully as we applied the proper casting to the void pointer, i.e., (float\*)ptr and then we apply the arithmetic operation, i.e., \*((float\*)ptr+i).

**Output**

![void pointer in C](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAT4AAAA+CAMAAACFkYe2AAAASFBMVEUAAAD///+9vb1dXV1CQkKCgoKcnJwyMjLV1dXNzc0RU4uysrLDw8Px8fHe3t7l5eX5+fkBAQGSkpLFxcVLS0unp6d6enptbW2C8T5wAAADd0lEQVR42u2Y6XKsIBCFWQQxM6iY0bz/m1572ESKYHmTilX2+RFj9+kT/KLMQj4Y6rzIR09Rp4X4EN9hXQLfuEwUdRbfuLTto9Cb2nuRTfEN7qjH4sA0F+nNemrbdtIzvY0SfJ27d/rXUuQ3tSV6/dewrM1l+LrPdrrF18G9Q4Fe2xb5TQV6gM/dfTfFx/ibX/+Cw1AY+Obue03W8bonPqqBH3+lgHbtjtotMhNgt7orPguoRM++5nZZNQ7fHd+KoEKvjA+G744PEHxHb16K+LrHOnx3fCuCIr0iWOpfUTS/O76yAGxR0xvbuCC+k+omOi63f3hPawjvXLimdxF+YYX4/kqAj6DOC/EhvuNCfNcS4vt/fIxSRaIYnLm6hKMYXUXRUWwbXNOhIVHNkCbBBGXBWc8Mgj5NK1wnzmpmGhbX6Z3GO0Nhn2k2jTI+lV6xVPzpfiGN4mvkwAmTEMkIV01sNL0gkm1hSTBtcTIwBWc9M0h0649HhAARMOWd9cx0VEYImdMXfKYhYN9kmjK+ACDK4ms+11zxgIt4n9iylLEhYQVPng2nkjI465mJEp7ghDHvrGcGic7YrlXmDIV9prGNZ1PEB+4cX/gpOmtoFLdXJ5lvuBV1YkeL7Rj0IjjrmVHZOYw8Gu+sZ+7wscAzc5pQiJkGxkKjjK9RHYXnPcenGoiAOPfHOrus0GAyxyf6NEpTSYKznhllp3a7IQvLqmfuHl4awrZOY/G5wj4TGhV8XGu+RvwQPrmGpWoGeQ4f9PdnT34GH5AfP38HH1ESgBX2PsneTwnk2TKTsSHlPpu52zhNC85qZjaYvZYEZz0z1RzWmTlDYZ9pfKOMD9blNgGqknVPwu4SfHY78WxzQ6N5uEnC7KOhlB9mFFCIga9FFp31TMK1/Re4PrGPh40Ah3PWM+OyQFIZe4mGZE5fgEyzZpptplkbMKNGYXJ89i2O5hGfpKtGoK7dmzYFm6PbfSQJjTjZDNCH+irl8bkJFZ1HMuMm9eQBn4ugzDvrmXFZYICGw5c5Q2GfaUIDCsr81qcOoQX5Kak37sstCzb138LHfu6S+SDgcLVlEcUMfuYlBL8yuJAQH+I7LMR3LSE+xHdYiO9aQnyI77AQ37WE+BDfYSG+awnxIb7DQnzXEuJDfIeF+K4lxIf4DgvxXUuID/EdFuK7lP4B76NHa0SKE2UAAAAASUVORK5CYII=)

Why we use void pointers?

We use void pointers because of its reusability. Void pointers can store the object of any type, and we can retrieve the object of any type by using the indirection operator with proper typecasting.

**Let's understand through an example.**

1. #include<stdio.h>
2. **int** main()
3. {
4. **int** a=56; // initialization of a integer variable 'a'.
5. **float** b=4.5; // initialization of a float variable 'b'.
6. **char** c='k'; // initialization of a char variable 'c'.
7. **void** \*ptr; // declaration of void pointer.
8. // assigning the address of variable 'a'.
9. ptr=&a;
10. printf("value of 'a' is : %d",\*((**int**\*)ptr));
11. // assigning the address of variable 'b'.
12. ptr=&b;
13. printf("\nvalue of 'b' is : %f",\*((**float**\*)ptr));
14. // assigning the address of variable 'c'.
15. ptr=&c;
16. printf("\nvalue of 'c' is : %c",\*((**char**\*)ptr));
17. **return** 0;
18. }

**Output**

![void pointer in C](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOsAAABaCAMAAABuQlE3AAAAQlBMVEUAAAD///9dXV2CgoLV1dVCQkKcnJwyMjK8vLzy8vL5+fne3t7l5eXExMTNzc2ysrLr6+uSkpJLS0t6enqnp6dtbW3FnQ+aAAAD10lEQVR42u2aDZPiIAyGl68ULKVWvf//V69J2MOt0vNa9VrknVl3hAg8SUrbDF+t+BhV1lkdzoPYpf6VFVGbps/0Dc2W3fCD1QuWO2Tth0sW9eKGpmkGdxEb1TVriFFpT+cs7NDkUNtf/jx2nv2vrW4BV6wBoyIQtWmysEMGFVljXPfAaiXBImoz+Iz9TFxPA1ucdsAqHMLKU4aGu4Pgy3oqSgfWLliZJofKO3AQOTm5K1bh5DxqlpV/vCtW4eQs6uWcZQ29cHJXrMLJGdRe5MRblpO7Ys2JvZDVQIyHcyGsf1EYxtDvK4cXy/+56Ugntqn6Tlemvj5FlbVMVdYydZ9VHYR+dAS8l3qTvhvv5GQwvXBxVuCzWpzkoF4VV9k9OkKYrMF4byasdmLRqgdZ4XsIh7/476xGy0mL1tPAw9K4QprjOaycIFoI+NICP5k1pqPxwmJsMJsmmYtMIGKeJVnL4RWUdrdh1NTOFsf2+qcg9DSHqUX1z7te1XGcUdtxMl5ZZI0OBcv/VWsS6nG0snrG52YYrfz9vl4RGYx/Ls+aPAfBcQzWsyIn8rIjD7esGFbqmWRXJ/OslCNujlU6GnJWvBAryN1PYUVQCiu6NdxjDdH8cVZr8319JOTIz0uFmFH9s/ZhHY6KCeBHXFvF26iGqbd5GXmegOPNxjUoZM3nMKWa8RBNuyfFdQTScbfw7QirBQpo63E9ZpCnHL699VmRSVXM0Nbf9PA2R3dkzUNmWdnUfg9m63NTZa2slbVIVdYyVVnLVGUtU6+qN4Gwi+tN+fqNFnEuKwTw5PydG9LKuSLwrnqT6lfWm9iys/fmAo3vVzwS2NRA700W+JVSavOmepPq19abaMVwj9V0hicAoLfo1NAr6uXlA7yp3qR6i/m2qt6kWgM3OWzT2zOioQNSQ6wesKfBvqfexFcp6DX1ppihE2nA7GQ0C8SaGoKKrIFY31RvUoGTbnG9iQ1ua2qqX8D62nqT6pl1Zb0J7J0W0xnuAeAFxAYaGcF5+RbeVG9SB0Dnrak3JVbpKNfBG756BhUd3ZNTU4O8xC3pQg54T70JROdpb1pTb6JpIbHSTgjX9SfLk6cGTUPzLFCfmz5ClbVMVdYyVVnLVGUtU5V1G+ebpLv64RbO/LzyfJPstsW66nzT46ybPt9EFm1n1tSbZCcdG2/7fBNbeLO83sSsKSe2e74JLVBL601s8aN/u+ebIuuaepPsOJeiNnu+CfMEPxbXm3gW8Al2s+eb4na2pt4kncbxbX1uqqyVtbKWrMpapiprmaqsZaqylqnKWqYqa5n6MNbfzT47iRIbAKMAAAAASUVORK5CYII=)

C dereference pointer

As we already know that **"what is a pointer"**, a pointer is a variable that stores the address of another variable. The dereference operator is also known as an indirection operator, which is represented by (\*). When indirection operator (\*) is used with the pointer variable, then it is known as **dereferencing a pointer.** When we dereference a pointer, then the value of the variable pointed by this pointer will be returned.

Why we use dereferencing pointer?

**Dereference a pointer is used because of the following reasons:**

* It can be used to access or manipulate the data stored at the memory location, which is pointed by the pointer.
* Any operation applied to the dereferenced pointer will directly affect the value of the variable that it points to.

**Let's observe the following steps to dereference a pointer.**

* First, we declare the integer variable to which the pointer points.

1. **int** x =9;

* Now, we declare the integer pointer variable.

1. **int** \*ptr;

* After the declaration of an integer pointer variable, we store the address of 'x' variable to the pointer variable 'ptr'.

1. ptr=&x;

* We can change the value of 'x' variable by dereferencing a pointer 'ptr' as given below:

1. \*ptr =8;

The above line changes the value of 'x' variable from 9 to 8 because 'ptr' points to the 'x' location and dereferencing of 'ptr', i.e., \*ptr=8 will update the value of x.

**Let's combine all the above steps:**

1. #include <stdio.h>
2. **int** main()
3. {
4. **int** x=9;
5. **int** \*ptr;
6. ptr=&x;
7. \*ptr=8;
8. printf("value of x is : %d", x);
9. **return** 0;}

**Output**

![C dereference pointer](data:image/png;base64,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)

**Let's consider another example.**

1. #include <stdio.h>
2. **int** main()
3. {
4. **int** x=4;
5. **int** y;
6. **int** \*ptr;
7. ptr=&x;
8. y=\*ptr;
9. \*ptr=5;
10. printf("The value of x is : %d",x);
11. printf("\n The value of y is : %d",y);
12. **return** 0;
13. }

**In the above code:**

* We declare two variables 'x' and 'y' where 'x' is holding a '4' value.
* We declare a pointer variable 'ptr'.
* After the declaration of a pointer variable, we assign the address of the 'x' variable to the pointer 'ptr'.
* As we know that the 'ptr' contains the address of 'x' variable, so '\*ptr' is the same as 'x'.
* We assign the value of 'x' to 'y' with the help of 'ptr' variable, i.e., y=\***ptr** instead of using the 'x' variable.

Note: According to us, if we change the value of 'x', then the value of 'y' will also get changed as the pointer 'ptr' holds the address of the 'x' variable. But this does not happen, as 'y' is storing the local copy of value '5'.

**Output**

![C dereference pointer](data:image/png;base64,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)

**Let's consider another scenario.**

1. #include <stdio.h>
2. **int** main()
3. {
4. **int** a=90;
5. **int** \*ptr1,\*ptr2;
6. ptr1=&a;
7. ptr2=&a;
8. \*ptr1=7;
9. \*ptr2=6;
10. printf("The value of a is : %d",a);
11. **return** 0;
12. }

**In the above code:**

* First, we declare an 'a' variable.
* Then we declare two pointers, i.e., ptr1 and ptr2.
* Both the pointers contain the address of 'a' variable.
* We assign the '7' value to the \*ptr1 and '6' to the \*ptr2. The final value of 'a' would be '6'.

Note: If we have more than one pointer pointing to the same location, then the change made by one pointer will be the same as another pointer.

**Output**

![C dereference pointer](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMIAAAAjCAMAAADxJyUkAAAAM1BMVEUAAAD///8RU4tCQkJdXV3V1dW8vLycnJyCgoLk5OTy8vLFxcX5+fnNzc2ysrLd3d3r6+sUo9/4AAABiklEQVRYw+2V2Y7DIAxFQ7HZsvX/v3ZsMxVimYSXkUjFlVq1wjY++JIsr9epnq3vQFierokwgibCCEoI2gfozUK1ud5Yo5Syd0H9tbCBoL1iea0R+osdvQhuv4sA37svYnsKGkGvGvCfEKy5j+kvdYtw8DDoWIIio+TjcxvPyfNCQrDK0CcAhxQjpnhaXDiDfyRh4SuKCPDJOPes5cI1K/x9FwhBilH/hsrvrpguGtrhDYu2spCmYLlLhOgWkzrlaEmrj85Sxunq1uQb8QJB485HfImAIDtCUCybN4Tm9whDjSBDyMrvLpatECR0ayHYVKEtCAGoXBcCVoXQyLEa6biFkHhvECzyaoWQVi+EbIK1A0E6LeTe+2drk00BqXCA+qHijghYIgisbU0BkHmvjCR2dUcLAYLYQ+6VlbuHmZFYyLtK5OkDuC36Rm7r6onBbYUNMP6HUFxnzvBnYqA+WRgjvb5CWAz3+d1v58dqIoygiTCCJsIImggjaCKMoIkwgibCCJoII+j5CD/RCwyYMLKW9gAAAABJRU5ErkJggg==)

Dynamic memory allocation in C

The concept of **dynamic memory allocation in c language** *enables the C programmer to allocate memory at runtime*. Dynamic memory allocation in c language is possible by 4 functions of stdlib.h header file.

1. malloc()
2. calloc()
3. realloc()
4. free()

Before learning above functions, let's understand the difference between static memory allocation and dynamic memory allocation.

|  |  |
| --- | --- |
| **static memory allocation** | **dynamic memory allocation** |
| memory is allocated at compile time. | memory is allocated at run time. |
| memory can't be increased while executing program. | memory can be increased while executing program. |
| used in array. | used in linked list. |

Now let's have a quick look at the methods used for dynamic memory allocation.

|  |  |
| --- | --- |
| **malloc()** | allocates single block of requested memory. |
| **calloc()** | allocates multiple block of requested memory. |
| **realloc()** | reallocates the memory occupied by malloc() or calloc() functions. |
| **free()** | frees the dynamically allocated memory. |

malloc() function in C

The malloc() function allocates single block of requested memory.

It doesn't initialize memory at execution time, so it has garbage value initially.

It returns NULL if memory is not sufficient.

The syntax of malloc() function is given below:

1. ptr=(cast-type\*)malloc(byte-size)

Let's see the example of malloc() function.

1. #include<stdio.h>
2. #include<stdlib.h>
3. **int** main(){
4. **int** n,i,\*ptr,sum=0;
5. printf("Enter number of elements: ");
6. scanf("%d",&n);
7. ptr=(**int**\*)malloc(n\***sizeof**(**int**));  //memory allocated using malloc
8. **if**(ptr==NULL)
9. {
10. printf("Sorry! unable to allocate memory");
11. exit(0);
12. }
13. printf("Enter elements of array: ");
14. **for**(i=0;i<n;++i)
15. {
16. scanf("%d",ptr+i);
17. sum+=\*(ptr+i);
18. }
19. printf("Sum=%d",sum);
20. free(ptr);
21. **return** 0;
22. }

**Output**

Enter elements of array: 3

Enter elements of array: 10

10

10

Sum=30

calloc() function in C

The calloc() function allocates multiple block of requested memory.

It initially initialize all bytes to zero.

It returns NULL if memory is not sufficient.

The syntax of calloc() function is given below:

1. ptr=(cast-type\*)calloc(number, byte-size)

Let's see the example of calloc() function.

1. #include<stdio.h>
2. #include<stdlib.h>
3. **int** main(){
4. **int** n,i,\*ptr,sum=0;
5. printf("Enter number of elements: ");
6. scanf("%d",&n);
7. ptr=(**int**\*)calloc(n,**sizeof**(**int**));  //memory allocated using calloc
8. **if**(ptr==NULL)
9. {
10. printf("Sorry! unable to allocate memory");
11. exit(0);
12. }
13. printf("Enter elements of array: ");
14. **for**(i=0;i<n;++i)
15. {
16. scanf("%d",ptr+i);
17. sum+=\*(ptr+i);
18. }
19. printf("Sum=%d",sum);
20. free(ptr);
21. **return** 0;
22. }

**Output**

Enter elements of array: 3

Enter elements of array: 10

10

10

Sum=30

realloc() function in C

If memory is not sufficient for malloc() or calloc(), you can reallocate the memory by realloc() function. In short, it changes the memory size.

Let's see the syntax of realloc() function.

1. ptr=realloc(ptr, **new**-size)

free() function in C

The memory occupied by malloc() or calloc() functions must be released by calling free() function. Otherwise, it will consume memory until program exit.

Let's see the syntax of free() function.

1. free(ptr)